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1. Написать программу нахождения компонент сильной связности орграфа *![](data:image/x-wmf;base64,183GmgAAAAAAAOABIAICCQAAAADTXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIALgARIAAAAmBg8AGgD/////AAAQAAAAwP///6b///+gAQAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3PhNm1gQAAAAtAQAACAAAADIK4AE1AQEAAAAxeRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9Xc+E2bWBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoABLgABAAAAR3kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQDWPhNm1gAACgAhAIoBAAAAAAAAAAC08xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)*. Варианты заданий указаны в таблице 1. Орграф задан списком дуг. Изобразить граф, пометив его компоненты сильной связности.
2. Написать программу нахождения компонент двусвязности для неориентированного графа*![](data:image/x-wmf;base64,183GmgAAAAAAAAACIAICCQAAAAAzXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAIAAhIAAAAmBg8AGgD/////AAAQAAAAwP///6b////AAQAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV3ZhNmWQQAAAAtAQAACAAAADIK4AFOAQEAAAAyeRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9XdmE2ZZBAAAAC0BAQAEAAAA8AEAAAgAAAAyCoABLgABAAAAR3kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQBZZhNmWQAACgAhAIoBAAAAAAAAAAC08xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)*. Варианты заданий указаны в таблице 1. Граф задан списком ребер. Изобразить граф, пометив точки сочленения и мосты, и его компоненты двусвзности

1.

#include <iostream>

#include "../graph\_LIB.hh"

int main(){

    convert c;

    std::string file\_path = "inf1.txt";

    std::vector<int> nodes = c.reading\_file(file\_path);

    int max\_node = c.count\_of\_nodes(nodes);

    std::vector<std::vector<int>> oriented\_adjacencyMatrix = c.oriented\_adjancy(nodes, max\_node);

    int n = nodes.size()/2;

    for(int i=0;i<oriented\_adjacencyMatrix.size();i++){

        for(int j=0;j<oriented\_adjacencyMatrix.size();j++){

            std::cout<<oriented\_adjacencyMatrix[i][j]<<" ";

        }std::cout<<std::endl;

    }

    alg calculation;

    std::cout<<std::endl<<"algorithm kosaraju"<<std::endl;

    std::vector<std::vector<int>> component = calculation.kosaraju(oriented\_adjacencyMatrix);

    return 0;

}

2.

#include<iostream>

#include<vector>

#include "../graph\_LIB.hh"

using namespace std;

int main(){

    convert c;

    std::string file\_path = "inf2.txt";

    std::vector<int> nodes = c.reading\_file(file\_path);

    int max\_node = c.count\_of\_nodes(nodes);

    std::vector<std::vector<int>> adjance\_matrix\_ambiguity = c.adjancy(nodes, max\_node);

    int n = nodes.size()/2;

    alg calculation;

    std::cout<<std::endl<<"points of articulation: ";

    std::vector<int> articulation\_points = calculation.points\_of\_articulation(adjance\_matrix\_ambiguity, max\_node);

    for(int i=0;i<articulation\_points.size();i++){

        std::cout<<articulation\_points[i]<<" ";

    }std::cout<<std::endl;

    std::cout<<std::endl<<"bridges: "<<std::endl;

    int m = 2;

    std::vector<std::vector<int>> array\_edge(n, std::vector<int>(m));

    for (int i = 0, j = 0; i < n, j < 2 \* n; i++, j+=2){

            array\_edge[i][0] = nodes[j];

        }

    for (int i = 0, j = 1; i < n, j < 2 \* n; i++, j+=2){

            array\_edge[i][1] = nodes[j];

    }

    std::vector<std::vector<int>> Graph\_edges(max\_node + 1, std::vector<int>());  // your Graph

    for (int i = 0; i < n; ++i) {  // read edges with weigths

        Graph\_edges[array\_edge[i][0]].push\_back(array\_edge[i][1]);

        Graph\_edges[array\_edge[i][1]].push\_back(array\_edge[i][0]);

    }

    calculation.DFS\_for\_bridges(max\_node, Graph\_edges);

    std::cout<<"components double connected: "<<std::endl;

    int size\_articulation\_points = articulation\_points.size();

    std::vector<std::vector<int>> number\_subgraphs\_in\_graph=adjance\_matrix\_ambiguity;

    int double\_connected\_components = calculation.component\_double\_conected(adjance\_matrix\_ambiguity, articulation\_points,max\_node);

    std::cout<<double\_connected\_components<<std::endl;

    return 0;

}
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